POINTERS

The pointer in C language is a variable which stores the address of another variable. This variable can be of type int, char, array, function, or any other pointer. The size of the pointer depends on the architecture. However, in 32-bit architecture the size of a pointer is 2 byte.

Consider the following example to define a pointer which stores the address of an integer.

1. int n = 10;
2. int\* p = &n; // Variable p of type pointer is pointing to the address of the variable n of type integer.

**Declaring a pointer**

The pointer in c language can be declared using \* (asterisk symbol). It is also known as indirection pointer used to dereference a pointer.

1. int \*a;//pointer to int
2. char \*c;//pointer to char

**Pointer Example**

An example of using pointers to print the address and value is given below.
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As you can see in the above figure, pointer variable stores the address of number variable, i.e., fff4. The value of number variable is 50. But the address of pointer variable p is aaa3.

By the help of \* (**indirection operator**), we can print the value of pointer variable p.

Let's see the pointer example as explained for the above figure.

1. #include<stdio.h>
2. int main(){
3. int number=50;
4. int \*p;
5. p=&number;//stores the address of number variable
6. printf("Address of p variable is %x \n",p); // p contains the address of the number therefore printing p gives the address of number.
7. printf("Value of p variable is %d \n",\*p); // As we know that \* is used to dereference a pointer therefore if we print \*p, we will get the value stored at the address contained by p.
8. return 0;
9. }

**Output**

Address of number variable is fff4

Address of p variable is fff4

Value of p variable is 50

**Pointer to array**

1. int arr[10];
2. int \*p[10]=&arr; // Variable p of type pointer is pointing to the address of an integer array arr.

**Pointer to a function**

1. void show (int);
2. void(\*p)(int) = &display; // Pointer p is pointing to the address of a function

# C Double Pointer (Pointer to Pointer)

As we know that, a pointer is used to store the address of a variable in C. Pointer reduces the access time of a variable. However, In C, we can also define a pointer to store the address of another pointer. Such pointer is known as a double pointer (pointer to pointer). The first pointer is used to store the address of a variable whereas the second pointer is used to store the address of the first pointer. Let's understand it by the diagram given below.
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The syntax of declaring a double pointer is given below.

1. int \*\*p; // pointer to a pointer which is pointing to an integer.

Consider the following example.

1. #include<stdio.h>
2. void main ()
3. {
4. int a = 10;
5. int \*p;
6. int \*\*pp;
7. p = &a; // pointer p is pointing to the address of a
8. pp = &p; // pointer pp is a double pointer pointing to the address of pointer p
9. printf("address of a: %x\n",p); // Address of a will be printed
10. printf("address of p: %x\n",pp); // Address of p will be printed
11. printf("value stored at p: %d\n",\*p); // value stoted at the address contained by p i.e. 10 will be printed
12. printf("value stored at pp: %d\n",\*\*pp); // value stored at the address contained by the pointer stoyred at pp
13. }

#### Output

address of a: d26a8734

address of p: d26a8738

value stored at p: 10

value stored at pp: 10

## C double pointer example

Let's see an example where one pointer points to the address of another pointer.
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As you can see in the above figure, p2 contains the address of p (fff2), and p contains the address of number variable (fff4).

1. #include<stdio.h>
2. int main(){
3. int number=50;
4. int \*p;//pointer to int
5. int \*\*p2;//pointer to pointer
6. p=&number;//stores the address of number variable
7. p2=&p;
8. printf("Address of number variable is %x \n",&number);
9. printf("Address of p variable is %x \n",p);
10. printf("Value of \*p variable is %d \n",\*p);
11. printf("Address of p2 variable is %x \n",p2);
12. printf("Value of \*\*p2 variable is %d \n",\*p);
13. return 0;
14. }

#### Output

Address of number variable is fff4

Address of p variable is fff4

Value of \*p variable is 50

Address of p2 variable is fff2

Value of \*\*p variable is 50

## Q. What will be the output of the following program?

1. #include<stdio.h>
2. void main ()
3. {
4. int a[10] = {100, 206, 300, 409, 509, 601}; //Line 1
5. int \*p[] = {a, a+1, a+2, a+3, a+4, a+5}; //Line 2
6. int \*\*pp = p; //Line 3
7. pp++; // Line 4
8. printf("%d %d %d\n",pp-p,\*pp - a,\*\*pp); // Line 5
9. \*pp++; // Line 6
10. printf("%d %d %d\n",pp-p,\*pp - a,\*\*pp); // Line 7
11. ++\*pp; // Line 8
12. printf("%d %d %d\n",pp-p,\*pp - a,\*\*pp); // Line 9
13. ++\*\*pp; // Line 10
14. printf("%d %d %d\n",pp-p,\*pp - a,\*\*pp); // Line 11
15. }

#### Explanation
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In the above question, the pointer arithmetic is used with the double pointer. An array of 6 elements is defined which is pointed by an array of pointer p. The pointer array p is pointed by a double pointer pp. However, the above image gives you a brief idea about how the memory is being allocated to the array a and the pointer array p. The elements of p are the pointers that are pointing to every element of the array a. Since we know that the array name contains the base address of the array hence, it will work as a pointer and can the value can be traversed by using \*(a), \*(a+1), etc. As shown in the image, a[0] can be accessed in the following ways.

* a[0]: it is the simplest way to access the first element of the array
* \*(a): since a store the address of the first element of the array, we can access its value by using indirection pointer on it.
* \*p[0]: if a[0] is to be accessed by using a pointer p to it, then we can use indirection operator (\*) on the first element of the pointer array p, i.e., \*p[0].
* \*\*(pp): as pp stores the base address of the pointer array, \*pp will give the value of the first element of the pointer array that is the address of the first element of the integer array. \*\*p will give the actual value of the first element of the integer array.

Coming to the program, Line 1 and 2 declare the integer and pointer array relatively. Line 3 initializes the double pointer to the pointer array p. As shown in the image, if the address of the array starts from 200 and the size of the integer is 2, then the pointer array will contain the values as 200, 202, 204, 206, 208, 210. Let us consider that the base address of the pointer array is 300; the double pointer pp contains the address of pointer array, i.e., 300. Line number 4 increases the value of pp by 1, i.e., pp will now point to address 302.

Line number 5 contains an expression which prints three values, i.e., pp - p, \*pp - a, \*\*pp. Let's calculate them each one of them.

* pp = 302, p = 300 => pp-p = (302-300)/2 => pp-p = 1, i.e., 1 will be printed.
* pp = 302, \*pp = 202, a = 200 => \*pp - a = 202 - 200 = 2/2 = 1, i.e., 1 will be printed.
* pp = 302, \*pp = 202, \*(\*pp) = 206, i.e., 206 will be printed.

Therefore as the result of line 5, The output 1, 1, 206 will be printed on the console. On line 6, \*pp++ is written. Here, we must notice that two unary operators \* and ++ will have the same precedence. Therefore, by the rule of associativity, it will be evaluated from right to left. Therefore the expression \*pp++ can be rewritten as (\*(pp++)). Since, pp = 302 which will now become, 304. \*pp will give 204.

On line 7, again the expression is written which prints three values, i.e., pp-p, \*pp-a, \*pp. Let's calculate each one of them.

* pp = 304, p = 300 => pp - p = (304 - 300)/2 => pp-p = 2, i.e., 2 will be printed.
* pp = 304, \*pp = 204, a = 200 => \*pp-a = (204 - 200)/2 = 2, i.e., 2 will be printed.
* pp = 304, \*pp = 204, \*(\*pp) = 300, i.e., 300 will be printed.

Therefore, as the result of line 7, The output 2, 2, 300 will be printed on the console. On line 8, ++\*pp is written. According to the rule of associativity, this can be rewritten as, (++(\*(pp))). Since, pp = 304, \*pp = 204, the value of \*pp = \*(p[2]) = 206 which will now point to a[3].

On line 9, again the expression is written which prints three values, i.e., pp-p, \*pp-a, \*pp. Let's calculate each one of them.

* pp = 304, p = 300 => pp - p = (304 - 300)/2 => pp-p = 2, i.e., 2 will be printed.
* pp = 304, \*pp = 206, a = 200 => \*pp-a = (206 - 200)/2 = 3, i.e., 3 will be printed.
* pp = 304, \*pp = 206, \*(\*pp) = 409, i.e., 409 will be printed.

Therefore, as the result of line 9, the output 2, 3, 409 will be printed on the console. On line 10, ++\*\*pp is writen. according to the rule of associativity, this can be rewritten as, (++(\*(\*(pp)))). pp = 304, \*pp = 206, \*\*pp = 409, ++\*\*pp => \*pp = \*pp + 1 = 410. In other words, a[3] = 410.

On line 11, again the expression is written which prints three values, i.e., pp-p, \*pp-a, \*pp. Let's calculate each one of them.

* pp = 304, p = 300 => pp - p = (304 - 300)/2 => pp-p = 2, i.e., 2 will be printed.
* pp = 304, \*pp = 206, a = 200 => \*pp-a = (206 - 200)/2 = 3, i.e., 3 will be printed.
* On line 8, \*\*pp = 410.

Therefore as the result of line 9, the output 2, 3, 410 will be printed on the console.

At last, the output of the complete program will be given as:

**Output**

1 1 206

2 2 300

2 3 409

2 3 410

# Pointer Arithmetic in C

We can perform arithmetic operations on the pointers like addition, subtraction, etc. However, as we know that pointer contains the address, the result of an arithmetic operation performed on the pointer will also be a pointer if the other operand is of type integer. In pointer-from-pointer subtraction, the result will be an integer value. Following arithmetic operations are possible on the pointer in C language:

* Increment
* Decrement
* Addition
* Subtraction
* Comparison

## Incrementing Pointer in C

If we increment a pointer by 1, the pointer will start pointing to the immediate next location. This is somewhat different from the general arithmetic since the value of the pointer will get increased by the size of the data type to which the pointer is pointing.

We can traverse an array by using the increment operation on a pointer which will keep pointing to every element of the array, perform some operation on that, and update itself in a loop.

The Rule to increment the pointer is given below:

1. new\_address= current\_address + i \* size\_of(data type)

Where i is the number by which the pointer get increased.

### 32-bit

For 32-bit int variable, it will be incremented by 2 bytes.

### 64-bit

For 64-bit int variable, it will be incremented by 4 bytes.

Let's see the example of incrementing pointer variable on 64-bit architecture.

1. #include<stdio.h>
2. int main(){
3. int number=50;
4. int \*p;//pointer to int
5. p=&number;//stores the address of number variable
6. printf("Address of p variable is %u \n",p);
7. p=p+1;
8. printf("After increment: Address of p variable is %u \n",p); // in our case, p will get incremented by 4 bytes.
9. return 0;
10. }

**Output**

Address of p variable is 3214864300

After increment: Address of p variable is 3214864304

### Traversing an array by using pointer

1. #include<stdio.h>
2. void main ()
3. {
4. int arr[5] = {1, 2, 3, 4, 5};
5. int \*p = arr;
6. int i;
7. printf("printing array elements...\n");
8. for(i = 0; i< 5; i++)
9. {
10. printf("%d  ",\*(p+i));
11. }
12. }

**Output**

printing array elements...

1 2 3 4 5

## Decrementing Pointer in C

Like increment, we can decrement a pointer variable. If we decrement a pointer, it will start pointing to the previous location. The formula of decrementing the pointer is given below:

1. new\_address= current\_address - i \* size\_of(data type)

### 32-bit

For 32-bit int variable, it will be decremented by 2 bytes.

### 64-bit

For 64-bit int variable, it will be decremented by 4 bytes.

Let's see the example of decrementing pointer variable on 64-bit OS.

1. #include <stdio.h>
2. void main(){
3. int number=50;
4. int \*p;//pointer to int
5. p=&number;//stores the address of number variable
6. printf("Address of p variable is %u \n",p);
7. p=p-1;
8. printf("After decrement: Address of p variable is %u \n",p); // P will now point to the immidiate previous location.
9. }

**Output**

Address of p variable is 3214864300

After decrement: Address of p variable is 3214864296

## C Pointer Addition

We can add a value to the pointer variable. The formula of adding value to pointer is given below:

1. new\_address= current\_address + (number \* size\_of(data type))

### 32-bit

For 32-bit int variable, it will add 2 \* number.

### 64-bit

For 64-bit int variable, it will add 4 \* number.

Let's see the example of adding value to pointer variable on 64-bit architecture.

1. #include<stdio.h>
2. int main(){
3. int number=50;
4. int \*p;//pointer to int
5. p=&number;//stores the address of number variable
6. printf("Address of p variable is %u \n",p);
7. p=p+3;   //adding 3 to pointer variable
8. printf("After adding 3: Address of p variable is %u \n",p);
9. return 0;
10. }

**Output**

Address of p variable is 3214864300

After adding 3: Address of p variable is 3214864312

As you can see, the address of p is 3214864300. But after adding 3 with p variable, it is 3214864312, i.e., 4\*3=12 increment. Since we are using 64-bit architecture, it increments 12. But if we were using 32-bit architecture, it was incrementing to 6 only, i.e., 2\*3=6. As integer value occupies 2-byte memory in 32-bit OS.

## C Pointer Subtraction

Like pointer addition, we can subtract a value from the pointer variable. Subtracting any number from a pointer will give an address. The formula of subtracting value from the pointer variable is given below:

1. new\_address= current\_address - (number \* size\_of(data type))

### 32-bit

For 32-bit int variable, it will subtract 2 \* number.

### 64-bit

For 64-bit int variable, it will subtract 4 \* number.

Let's see the example of subtracting value from the pointer variable on 64-bit architecture.

1. #include<stdio.h>
2. int main(){
3. int number=50;
4. int \*p;//pointer to int
5. p=&number;//stores the address of number variable
6. printf("Address of p variable is %u \n",p);
7. p=p-3; //subtracting 3 from pointer variable
8. printf("After subtracting 3: Address of p variable is %u \n",p);
9. return 0;
10. }

**Output**

Address of p variable is 3214864300

After subtracting 3: Address of p variable is 3214864288

If two pointers are of the same type,

1. Address2 - Address1 = (Subtraction of two addresses)/size of data type which pointer points

Consider the following example to subtract one pointer from an another.

1. #include<stdio.h>
2. void main ()
3. {
4. int i = 100;
5. int \*p = &i;
6. int \*temp;
7. temp = p;
8. p = p + 3;
9. printf("Pointer Subtraction: %d - %d = %d",p, temp, p-temp);
10. }

**Output**

Pointer Subtraction: 1030585080 - 1030585068 = 3

**Illegal arithmetic with pointers**

There are various operations which can not be performed on pointers. Since, pointer stores address hence we must ignore the operations which may lead to an illegal address, for example, addition, and multiplication. A list of such operations is given below.

* Address + Address = illegal
* Address \* Address = illegal
* Address % Address = illegal
* Address / Address = illegal
* Address & Address = illegal
* Address ^ Address = illegal
* Address | Address = illegal
* ~Address = illegal

**Pointer to function in C**

As we discussed in the previous chapter, a pointer can point to a function in C. However, the declaration of the pointer variable must be the same as the function. Consider the following example to make a pointer pointing to the function.

1. #include<stdio.h>
2. int addition ();
3. int main ()
4. {
5. int result;
6. int (\*ptr)();
7. ptr = &addition;
8. result = (\*ptr)();
9. printf("The sum is %d",result);
10. }
11. int addition()
12. {
13. int a, b;
14. printf("Enter two numbers?");
15. scanf("%d %d",&a,&b);
16. return a+b;
17. }

**Output**

Enter two numbers?10 15

The sum is 25

**Pointer to Array of functions in C**

To understand the concept of an array of functions, we must understand the array of function. Basically, an array of the function is an array which contains the addresses of functions. In other words, the pointer to an array of functions is a pointer pointing to an array which contains the pointers to the functions. Consider the following example.

1. #include<stdio.h>
2. int show();
3. int showadd(int);
4. int (\*arr[3])();
5. int (\*(\*ptr)[3])();
7. int main ()
8. {
9. int result1;
10. arr[0] = show;
11. arr[1] = showadd;
12. ptr = &arr;
13. result1 = (\*\*ptr)();
14. printf("printing the value returned by show : %d",result1);
15. (\*(\*ptr+1))(result1);
16. }
17. int show()
18. {
19. int a = 65;
20. return a++;
21. }
22. int showadd(int b)
23. {
24. printf("\nAdding 90 to the value returned by show: %d",b+90);
25. }

**Output**

printing the value returned by show : 65

Adding 90 to the value returned by show: 155

# Dangling Pointers in C

The most common bugs related to pointers and memory management is dangling/wild pointers. Sometimes the programmer fails to initialize the pointer with a valid address, then this type of initialized pointer is known as a dangling pointer in C.

Dangling pointer occurs at the time of the object destruction when the object is deleted or de-allocated from memory without modifying the value of the pointer. In this case, the pointer is pointing to the memory, which is de-allocated. The dangling pointer can point to the memory, which contains either the program code or the code of the operating system. If we assign the value to this pointer, then it overwrites the value of the program code or operating system instructions; in such cases, the program will show the undesirable result or may even crash. If the memory is re-allocated to some other process, then we dereference the dangling pointer will cause the segmentation faults.

**Let's observe the following examples.**

![Dangling Pointers in C](data:image/png;base64,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)

In the above figure, we can observe that the **Pointer 3** is a dangling pointer. **Pointer 1** and **Pointer 2** are the pointers that point to the allocated objects, i.e., Object 1 and Object 2, respectively. **Pointer 3** is a dangling pointer as it points to the de-allocated object.

# sizeof() operator in C

The **sizeof()** operator is commonly used in C. It determines the size of the expression or the data type specified in the number of char-sized storage units. The **sizeof()** operator contains a single operand which can be either an expression or a data typecast where the cast is data type enclosed within parenthesis. The data type cannot only be primitive data types such as integer or floating data types, but it can also be pointer data types and compound data types such as unions and structs.

### Need of sizeof() operator

Mainly, programs know the storage size of the primitive data types. Though the storage size of the data type is constant, it varies when implemented in different platforms. For example, we dynamically allocate the array space by using **sizeof()** operator:

1. int \*ptr=malloc(10\*sizeof(int));

In the above example, we use the sizeof() operator, which is applied to the cast of type int. We use **malloc()** function to allocate the memory and returns the pointer which is pointing to this allocated memory. The memory space is equal to the number of bytes occupied by the int data type and multiplied by 10.

#### Note: The output can vary on different machines such as on 32-bit operating system will show different output, and the 64-bit operating system will show the different outputs of the same data types.

The **sizeof()** operator behaves differently according to the type of the operand.

* **Operand is a data type**
* **Operand is an expression**

### When operand is a data type.

1. #include <stdio.h>
2. int main()
3. {
4. int x=89;    // variable declaration.
5. printf("size of the variable x is %d", sizeof(x));  // Displaying the size of ?x? variable.
6. printf("\nsize of the integer data type is %d",sizeof(int)); //Displaying the size of integer data type.
7. printf("\nsize of the character data type is %d",sizeof(char)); //Displaying the size of character data type.
9. printf("\nsize of the floating data type is %d",sizeof(float)); //Displaying the size of floating data type.
10. return 0;
11. }

In the above code, we are printing the size of different data types such as int, char, float with the help of **sizeof()** operator.

**Output**

![sizeof() operator in C](data:image/png;base64,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)

### When operand is an expression

1. #include <stdio.h>
2. int main()
3. {
4. double i=78.0; //variable initialization.
5. float j=6.78; //variable initialization.
6. printf("size of (i+j) expression is : %d",sizeof(i+j)); //Displaying the size of the expression (i+j).
7. return 0;
8. }

In the above code, we have created two variables 'i' and 'j' of type double and float respectively, and then we print the size of the expression by using **sizeof(i+j)** operator.

**Output**

size of (i+j) expression is : 8

# const Pointer in C

### Constant Pointers

A constant pointer in C cannot change the address of the variable to which it is pointing, i.e., the address will remain constant. Therefore, we can say that if a constant pointer is pointing to some variable, then it cannot point to any other variable.

### Syntax of Constant Pointer

1. <type of pointer> \*const <name of pointer>;

**Declaration of a constant pointer is given below:**

1. int \*const ptr;

**Let's understand the constant pointer through an example.**

1. #include <stdio.h>
2. int main()
3. {
4. int a=1;
5. int b=2;
6. int \*const ptr;
7. ptr=&a;
8. ptr=&b;
9. printf("Value of ptr is :%d",\*ptr);
10. return 0;
11. }

**In the above code:**

* We declare two variables, i.e., a and b with values 1 and 2, respectively.
* We declare a constant pointer.
* First, we assign the address of variable 'a' to the pointer 'ptr'.
* Then, we assign the address of variable 'b' to the pointer 'ptr'.
* Lastly, we try to print the value of the variable pointed by the 'ptr'.

**Output**

![const Pointer in C](data:image/png;base64,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)

In the above output, we can observe that the above code produces the error "assignment of read-only variable 'ptr'". It means that the value of the variable 'ptr' which 'ptr' is holding cannot be changed. In the above code, we are changing the value of 'ptr' from &a to &b, which is not possible with constant pointers. Therefore, we can say that the constant pointer, which points to some variable, cannot point to another variable.

# void pointer in C

Till now, we have studied that the address assigned to a pointer should be of the same type as specified in the pointer declaration. For example, if we declare the int pointer, then this int pointer cannot point to the float variable or some other type of variable, i.e., it can point to only int type variable. To overcome this problem, we use a pointer to void. A pointer to void means a generic pointer that can point to any data type. We can assign the address of any data type to the void pointer, and a void pointer can be assigned to any type of the pointer without performing any explicit typecasting.

### Syntax of void pointer

1. void \*pointer name;

**Declaration of the void pointer is given below:**

1. void \*ptr;

In the above declaration, the void is the type of the pointer, and 'ptr' is the name of the pointer.

**Let us consider some examples:**

int i=9;         // integer variable initialization.

int \*p;         // integer pointer declaration.

float \*fp;         // floating pointer declaration.

void \*ptr;         // void pointer declaration.

p=fp;         // incorrect.

fp=&i;         // incorrect

ptr=p;         // correct

ptr=fp;         // correct

ptr=&i;         // correct

### Size of the void pointer in C

The size of the void pointer in C is the same as the size of the pointer of character type. According to C perception, the representation of a pointer to void is the same as the pointer of character type. The size of the pointer will vary depending on the platform that you are using.

**Let's look at the below example:**

1. #include <stdio.h>
2. int main()
3. {
4. void \*ptr = NULL; //void pointer
5. int \*p  = NULL;// integer pointer
6. char \*cp = NULL;//character pointer
7. float \*fp = NULL;//float pointer
8. //size of void pointer
9. printf("size of void pointer = %d\n\n",sizeof(ptr));
10. //size of integer pointer
11. printf("size of integer pointer = %d\n\n",sizeof(p));
12. //size of character pointer
13. printf("size of character pointer = %d\n\n",sizeof(cp));
14. //size of float pointer
15. printf("size of float pointer = %d\n\n",sizeof(fp));
16. return 0;
17. }

**Output**
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### Advantages of void pointer

**Following are the advantages of a void pointer:**

* The malloc() and calloc() function return the void pointer, so these functions can be used to allocate the memory of any data type.

1. #include <stdio.h>
2. #include<malloc.h>
3. int main()
4. {
5. int a=90;
7. int \*x = (int\*)malloc(sizeof(int)) ;
8. x=&a;
9. printf("Value which is pointed by x pointer : %d",\*x);
10. return 0;
11. }

**Output**
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* The void pointer in C can also be used to implement the generic functions in C.

**Some important points related to void pointer are:**

* **Dereferencing a void pointer in C**

The void pointer in C cannot be dereferenced directly. Let's see the below example.

1. #include <stdio.h>
2. int main()
3. {
4. int a=90;
5. void \*ptr;
6. ptr=&a;
7. printf("Value which is pointed by ptr pointer : %d",\*ptr);
8. return 0;
9. }

In the above code, \*ptr is a void pointer which is pointing to the integer variable 'a'. As we already know that the void pointer cannot be dereferenced, so the above code will give the compile-time error because we are printing the value of the variable pointed by the pointer 'ptr' directly.

**Output**
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Now, we rewrite the above code to remove the error.

1. #include <stdio.h>
2. int main()
3. {
4. int a=90;
5. void \*ptr;
6. ptr=&a;
7. printf("Value which is pointed by ptr pointer : %d",\*(int\*)ptr);
8. return 0;
9. }

In the above code, we typecast the void pointer to the integer pointer by using the statement given below:

**(int\*)ptr;**

Then, we print the value of the variable which is pointed by the void pointer 'ptr' by using the statement given below:

**\*(int\*)ptr;**

**Output**

![void pointer in C](data:image/png;base64,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)

* **Arithmetic operation on void pointers**

We cannot apply the arithmetic operations on void pointers in C directly. We need to apply the proper typecasting so that we can perform the arithmetic operations on the void pointers.

**Let's see the below example:**

1. #include<stdio.h>
2. int main()
3. {
4. float a[4]={6.1,2.3,7.8,9.0};
5. void \*ptr;
6. ptr=a;
7. for(int i=0;i<4;i++)
8. {
9. printf("%f,",\*ptr);
10. ptr=ptr+1;         // Incorrect.
12. }}

The above code shows the compile-time error that "**invalid use of void expression**" as we cannot apply the arithmetic operations on void pointer directly, i.e., ptr=ptr+1.

**Let's rewrite the above code to remove the error.**

1. #include<stdio.h>
2. int main()
3. {
4. float a[4]={6.1,2.3,7.8,9.0};
5. void \*ptr;
6. ptr=a;
7. for(int i=0;i<4;i++)
8. {
9. printf("%f,",\*((float\*)ptr+i));
10. }}

The above code runs successfully as we applied the proper casting to the void pointer, i.e., (float\*)ptr and then we apply the arithmetic operation, i.e., \*((float\*)ptr+i).

**Output**

![void pointer in C](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAT4AAAA+CAMAAACFkYe2AAAASFBMVEUAAAD///+9vb1dXV1CQkKCgoKcnJwyMjLV1dXNzc0RU4uysrLDw8Px8fHe3t7l5eX5+fkBAQGSkpLFxcVLS0unp6d6enptbW2C8T5wAAADd0lEQVR42u2Y6XKsIBCFWQQxM6iY0bz/m1572ESKYHmTilX2+RFj9+kT/KLMQj4Y6rzIR09Rp4X4EN9hXQLfuEwUdRbfuLTto9Cb2nuRTfEN7qjH4sA0F+nNemrbdtIzvY0SfJ27d/rXUuQ3tSV6/dewrM1l+LrPdrrF18G9Q4Fe2xb5TQV6gM/dfTfFx/ibX/+Cw1AY+Obue03W8bonPqqBH3+lgHbtjtotMhNgt7orPguoRM++5nZZNQ7fHd+KoEKvjA+G744PEHxHb16K+LrHOnx3fCuCIr0iWOpfUTS/O76yAGxR0xvbuCC+k+omOi63f3hPawjvXLimdxF+YYX4/kqAj6DOC/EhvuNCfNcS4vt/fIxSRaIYnLm6hKMYXUXRUWwbXNOhIVHNkCbBBGXBWc8Mgj5NK1wnzmpmGhbX6Z3GO0Nhn2k2jTI+lV6xVPzpfiGN4mvkwAmTEMkIV01sNL0gkm1hSTBtcTIwBWc9M0h0649HhAARMOWd9cx0VEYImdMXfKYhYN9kmjK+ACDK4ms+11zxgIt4n9iylLEhYQVPng2nkjI465mJEp7ghDHvrGcGic7YrlXmDIV9prGNZ1PEB+4cX/gpOmtoFLdXJ5lvuBV1YkeL7Rj0IjjrmVHZOYw8Gu+sZ+7wscAzc5pQiJkGxkKjjK9RHYXnPcenGoiAOPfHOrus0GAyxyf6NEpTSYKznhllp3a7IQvLqmfuHl4awrZOY/G5wj4TGhV8XGu+RvwQPrmGpWoGeQ4f9PdnT34GH5AfP38HH1ESgBX2PsneTwnk2TKTsSHlPpu52zhNC85qZjaYvZYEZz0z1RzWmTlDYZ9pfKOMD9blNgGqknVPwu4SfHY78WxzQ6N5uEnC7KOhlB9mFFCIga9FFp31TMK1/Re4PrGPh40Ah3PWM+OyQFIZe4mGZE5fgEyzZpptplkbMKNGYXJ89i2O5hGfpKtGoK7dmzYFm6PbfSQJjTjZDNCH+irl8bkJFZ1HMuMm9eQBn4ugzDvrmXFZYICGw5c5Q2GfaUIDCsr81qcOoQX5Kak37sstCzb138LHfu6S+SDgcLVlEcUMfuYlBL8yuJAQH+I7LMR3LSE+xHdYiO9aQnyI77AQ37WE+BDfYSG+awnxIb7DQnzXEuJDfIeF+K4lxIf4DgvxXUuID/EdFuK7lP4B76NHa0SKE2UAAAAASUVORK5CYII=)

### Why we use void pointers?

We use void pointers because of its reusability. Void pointers can store the object of any type, and we can retrieve the object of any type by using the indirection operator with proper typecasting.

**Let's understand through an example.**

1. #include<stdio.h>
2. int main()
3. {
4. int a=56; // initialization of a integer variable 'a'.
5. float b=4.5; // initialization of a float variable 'b'.
6. char c='k'; // initialization of a char variable 'c'.
7. void \*ptr; // declaration of void pointer.
8. // assigning the address of variable 'a'.
9. ptr=&a;
10. printf("value of 'a' is : %d",\*((int\*)ptr));
11. // assigning the address of variable 'b'.
12. ptr=&b;
13. printf("\nvalue of 'b' is : %f",\*((float\*)ptr));
14. // assigning the address of variable 'c'.
15. ptr=&c;
16. printf("\nvalue of 'c' is : %c",\*((char\*)ptr));
17. return 0;
18. }

**Output**

![void pointer in C](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOsAAABaCAMAAABuQlE3AAAAQlBMVEUAAAD///9dXV2CgoLV1dVCQkKcnJwyMjK8vLzy8vL5+fne3t7l5eXExMTNzc2ysrLr6+uSkpJLS0t6enqnp6dtbW3FnQ+aAAAD10lEQVR42u2aDZPiIAyGl68ULKVWvf//V69J2MOt0vNa9VrknVl3hAg8SUrbDF+t+BhV1lkdzoPYpf6VFVGbps/0Dc2W3fCD1QuWO2Tth0sW9eKGpmkGdxEb1TVriFFpT+cs7NDkUNtf/jx2nv2vrW4BV6wBoyIQtWmysEMGFVljXPfAaiXBImoz+Iz9TFxPA1ucdsAqHMLKU4aGu4Pgy3oqSgfWLliZJofKO3AQOTm5K1bh5DxqlpV/vCtW4eQs6uWcZQ29cHJXrMLJGdRe5MRblpO7Ys2JvZDVQIyHcyGsf1EYxtDvK4cXy/+56Ugntqn6Tlemvj5FlbVMVdYydZ9VHYR+dAS8l3qTvhvv5GQwvXBxVuCzWpzkoF4VV9k9OkKYrMF4byasdmLRqgdZ4XsIh7/476xGy0mL1tPAw9K4QprjOaycIFoI+NICP5k1pqPxwmJsMJsmmYtMIGKeJVnL4RWUdrdh1NTOFsf2+qcg9DSHqUX1z7te1XGcUdtxMl5ZZI0OBcv/VWsS6nG0snrG52YYrfz9vl4RGYx/Ls+aPAfBcQzWsyIn8rIjD7esGFbqmWRXJ/OslCNujlU6GnJWvBAryN1PYUVQCiu6NdxjDdH8cVZr8319JOTIz0uFmFH9s/ZhHY6KCeBHXFvF26iGqbd5GXmegOPNxjUoZM3nMKWa8RBNuyfFdQTScbfw7QirBQpo63E9ZpCnHL699VmRSVXM0Nbf9PA2R3dkzUNmWdnUfg9m63NTZa2slbVIVdYyVVnLVGUtU6+qN4Gwi+tN+fqNFnEuKwTw5PydG9LKuSLwrnqT6lfWm9iys/fmAo3vVzwS2NRA700W+JVSavOmepPq19abaMVwj9V0hicAoLfo1NAr6uXlA7yp3qR6i/m2qt6kWgM3OWzT2zOioQNSQ6wesKfBvqfexFcp6DX1ppihE2nA7GQ0C8SaGoKKrIFY31RvUoGTbnG9iQ1ua2qqX8D62nqT6pl1Zb0J7J0W0xnuAeAFxAYaGcF5+RbeVG9SB0Dnrak3JVbpKNfBG756BhUd3ZNTU4O8xC3pQg54T70JROdpb1pTb6JpIbHSTgjX9SfLk6cGTUPzLFCfmz5ClbVMVdYyVVnLVGUtU5V1G+ebpLv64RbO/LzyfJPstsW66nzT46ybPt9EFm1n1tSbZCcdG2/7fBNbeLO83sSsKSe2e74JLVBL601s8aN/u+ebIuuaepPsOJeiNnu+CfMEPxbXm3gW8Al2s+eb4na2pt4kncbxbX1uqqyVtbKWrMpapiprmaqsZaqylqnKWqYqa5n6MNbfzT47iRIbAKMAAAAASUVORK5CYII=)

# What is a Null Pointer?

A Null Pointer is a pointer that does not point to any memory location. It stores the base address of the segment. The null pointer basically stores the Null value while void is the type of the pointer.

A null pointer is a special reserved value which is defined in a **stddef** header file. Here, Null means that the pointer is referring to the 0th memory location.

If we do not have any address which is to be assigned to the pointer, then it is known as a null pointer. When a NULL value is assigned to the pointer, then it is considered as a **Null pointer**.

## Applications of Null Pointer

**Following are the applications of a Null pointer:**

* It is used to initialize o pointer variable when the pointer does not point to a valid memory address.
* It is used to perform error handling with pointers before dereferencing the pointers.
* It is passed as a function argument and to return from a function when we do not want to pass the actual memory address.

## Examples of Null Pointer

int \*ptr=(int \*)0;  
float \*ptr=(float \*)0;  
char \*ptr=(char \*)0;  
double \*ptr=(double \*)0;  
char \*ptr='\0';  
int \*ptr=NULL;

**Let's look at the situations where we need to use the null pointer.**

* **When we do not assign any memory address to the pointer variable.**

1. #include <stdio.h>
2. int main()
3. {
4. int \*ptr;
5. printf("Address: %d", ptr); // printing the value of ptr.
6. printf("Value: %d", \*ptr); // dereferencing the illegal pointer
7. return 0;
8. }

In the above code, we declare the pointer variable \*ptr, but it does not contain the address of any variable. The dereferencing of the uninitialized pointer variable will show the compile-time error as it does not point any variable. According to the stack memory concept, the local variables of a function are stored in the stack, and if the variable does not contain any value, then it shows the garbage value. The above program shows some unpredictable results and causes the program to crash. Therefore, we can say that keeping an uninitialized pointer in a program can cause serious harm to the computer.

**How to avoid the above situation?**

We can avoid the above situation by using the Null pointer. A null pointer is a pointer pointing to the 0th memory location, which is a reserved memory and cannot be dereferenced.

1. #include <stdio.h>
2. int main()
3. {
4. int \*ptr=NULL;
5. if(ptr!=NULL)
6. {
7. printf("value of ptr is : %d",\*ptr);
8. }
9. else
10. {
11. printf("Invalid pointer");
12. }
13. return 0;
14. }

In the above code, we create a pointer **\*ptr** and assigns a **NULL** value to the pointer, which means that it does not point any variable. After creating a pointer variable, we add the condition in which we check whether the value of a pointer is null or not.

# C Function Pointer

As we know that we can create a pointer of any data type such as int, char, float, we can also create a pointer pointing to a function. The code of a function always resides in memory, which means that the function has some address. We can get the address of memory by using the function pointer.

Let's see a simple example.

1. #include <stdio.h>
2. int main()
3. {
4. printf("Address of main() function is %p",main);
5. return 0;
6. }

The above code prints the address of **main()** function.

**Output**

![C Function Pointer](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUwAAACKCAMAAAD2doNwAAAAaVBMVEUAAAD///+K4jS9vb1gnSSC1TFvtyp5xy4mPg4XJgk8YhdMfB2G3DNdXV2CgoLV1dUyMjKcnJxCQkLl5eWysrLx8fH5+fne3t7Nzc3ExMSSkpJLS0t6enpVjCBvb29mqCanp6dDbhk1VxT1qOZwAAAHzklEQVR42uzWsQrEIAyA4YbOAcFGJUrp+z/l1SCHB01pQbjB/IuDdPka0WW1hrVEsEZlmH/FJHTOJbCGTGYohjkGUyxVTHYME/eD6dtKAbTE8ihXmAfxycx0wKz1mKnNVcxF0xTLDa6Ku68zW/w+7Z3WYSbnRDNm53RNwkvLitkm0zDPVhTNmOvi4W0xs6ycDRPaower5Qavk58gGaYkmrplKAx6hIYZoYvw1lLdah8bJvQRamB83FumDQgNs0+/rLkbWW2X0DAfxbdzyYIYimE+SbgY9BJDKHbMx+S/byMkmLQPO1a03DgIA83oGWkEwcH3kOn/f+XBgq3W2Okkc53rg3faBBOxLIsEmVy/Z15m/k5MFy5cuHDhwv8Hz9IaMvO7DM7Ji2O8hGlSGvrJOafTz0LcfqWSfJ9c+4KkBToXQ2ko3gtCRMi5ZL/0xu09M4P47yLuAzPp4UjOZxym0TifQ082mKhtpUHvEKLSFPnom77MfURxkqhalfRQlEr4N2ZC2YuAXqxrbwB9b+b7sOWqfhHzqB6GpayDb5ijPWTeDct8YgBkqXOzLi19pfT4NLO45FG6ybcIJ9Rq+Z4/U6RW3OTWYgBovpf40oERMVhZ8ZwTWpY1fA9GCBUFVCh1AoWkjEnwScy+zokOK1WBTosErFRH4XzDptV+LXxUxmpLyKWXxuJ70QjUNBAh4ghKINUi2CcpWrXawPCGpsejcGGp2KEQqc0g8nk7uQTLmJkkNS5zYYFplk+cGGIhzRL0IDNJO60I0gH6NPmVyTixz9GvkUMKjsKhQAlyfFKrbkzIGTToAUTxip1hiXB3OObwv3iww1iQQGPfTofNp54KavkHkDalg5k3Ln+VC2n0xczbFiyrmfzUTPCTWvXvzeSMUbpGDmaa8MFMlKGV1qGZEA2QVKr9jplX+sTMvDuyAZUXzMQNwfnYTMvMHzZzFI5uROqWZmE7M5XA3HWaIkwAuarjMY54RArSHGlvakVtH/v9N2jCp6dm1u4QTzLTzsxjM6kMjWYmMhgvpKj5zmnn25mZo/DpwzffKPle/z0P/3DPjo9mmcaASUNsD5hguAJR+VpP7nrE5iTtvskz61rdIaLRclhw3aAWDOT60d+rxLqVZpbGtczgRkR5F58QenKbYxJHrXFLMUiRUAnR0W+x+rhx1gY6tsgV4ip0FN4pILTLUUQglDC2j1AwNDOS7w2Zfh2275kX/rJfBykIxDAUQEPIpE7bO4je/5C230IooxRmXLj4b2HRJE0NU8Gr4h8QERERERERERERERERERERERER0X/Zk6qayG1zmeRqEopqkQPX7SZHVvOydBbd13JVkyNXVZfTXDuTSyztWL8NM96WT9Xfhhl7R+lqmFiRukq2zz1zPT1NfBWc9Apf9D8zzDkapWfmtE6Kh2JPF4e5J8tV3XGXynhSXbv03DTd+ye5ImAKMYBW0LVzGF7bOfVekeDj0qAIW7TASEEvsXkv71kFXXsciU3NUTpfyZ5QH6knj+59RQTigJgTeo1NDamo+ekwi5b3b9eLnTNAcRyGoSgYxW6jXKGUvf8lV36pRtRhhhkTwiyrDxs3sWVLv19x14LRdjepkzCV5xXvtnUlYDLIDGq7NTkqE29QkTXV/nmPmrVJgY57E7Kfi0BTkGmRmAQRI8kaynTTGEngfaHyaIxh9aPoiK6HY1GRybS1CCFyOY/M/Ztn1t0Tov9jLROzfrxeta9Y6/1rMhUSvGcXtdLBnFJAZbEhnFoqRgOZbgq4Zwro4PoJmR6EyYSZzHHadRMESvBnKjMY8Rh0ewSZ+EjM9E6QuWdWDTIJwBeT91eGjZTvkClOFkn+NZnezZ21DEKhc+9MLSwRu1Xd1pFMmmOa4yOL1Dllcq1BZs9ZX8RaRjrpmy7bOpBp07ppUGSjun3/YG4NZGIdezQ+WeTc8D1IEaKhd9jN58iM3I3XNp+Elge+vSCux1KaPayltm4E3NRTj/RR7Ta7rbKI3TJDt2cu36KWZ2QafNW9gxEIz/rDFMRbp69Jh69OqDEwtr/OMlMy8rmU6h3jpnY2QnKJc0DCJE4AOZBcJhKJRCKRuBz5pxlPhJOYZCaZE+CUYxZxBqdXkxkVLxb/LrSAppxvC6cJQPwUUGjroRYEJuo1E3ReTybg4Fu39YeuCkc9YjHLvQlngMpB2LqsTGePhrPRn8Hs/1EyjQnhGG25RRVGd33FqVi4Ku0Jmds6kLkujxeZzAuiXkMKItn5eo1PIaWZrYSfXsgJMgWDy8kUpGQeVfEqDBLrWuO0V97I9PLYs1l9S14yIhoYg0wtR2VSdKE8M1+vsdYtFNbcTy/kOJlRyLmSzJfucMYlgVqiGAl5b8qETFFTc5CJMiGzYDqSScy8CObrNTef4pVR8uGnF3KczCjkXKvMeOPz3UYAkXP+1F1VMrwT/UYmH3snxYOBzAh1vl4TUziZ7qcXcoJMLALXkxlVGJyzC0LiMpKJLD4h024+EizqNeI5Ol+v8SmczPBzG9M8CjnVrlf9NCL20qGx30ihfaWijj+NNm2Fypq4rMwQiHhdxY3idRpFmOl6Dc+5bbe+rvvphRwiIaXcAjL/yx/tR+T/gH4hkswk83cij+ASiUQikUj8bQ8OBAAAAAAE7U+9SAUAAAAAAAAAAAAA0IoanfhkeZieAAAAAElFTkSuQmCC)

In the above output, we observe that the main() function has some address. Therefore, we conclude that every function has some address.